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1 Introduction

Sci2C is a tool capable to translate Scilab code into C code.

It is a standalone toolbox of Scilab and it has been primarily developed to become the interface between the Scilab scientific software package and the hArtes design flow. 

The output C code is in a plain style and does not include any part of the Scilab interpreter thus making it small, efficient and easy to interface to the hArtes tool chain.

In other words, the generated C code is standalone and minimal in the sense that Scilab interpreter is no longer needed and only the minimal number of C files which are necessary to execute the application are generated. It follows that the generated code can be embedded in processors or used as entries for other software.

Sci2C is implemented in Scilab language, so it naturally becomes a Scilab toolbox available in the Scilab installation program and consequently it can be directly used in the Scilab Development Environment. 

The implementation of Sci2C is mainly based on the introduction of data and function annotations into Scilab code which is seen as comment by the Scilab interpreter, but that are used by Sci2C to translate the Scilab code into an efficient and plain C code. Moreover the use of annotations allows the user to specify not only the size of data but also their precision, in that way it is possible to get a further optimization of the C code produced thanks to the possibility to use ad-hoc precision for each data to be processed.

Two major limitations can be identified in Sci2C: the first limitation of the tool is that the annotations must be manually added by the user, although it is the only manual intervention required by the tool; the second limitation is that the size of data is fixed and consequently no dynamic array extension is allowed. 

Other minor limitations have been introduced in order to simplify the development of the tool without impacting on the usefulness of it for embedded systems.
2 Implementation Details
.

2.1 Introduction

This section is a useful source of information for those who want to provide their contribution to the development of Sci2C tool. 
Standard Sci2C users can skip this section.
2.2 Sci2C Block Diagram

For the sake of clarity before introducing details about the status of Sci2C, a quick overview of Sci2C block diagram is presented here.  As shown in the following figure the main blocks of Sci2C are:
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Figure 1: main blocks composing Sci2C tools.
-
Manual work and User interface: in these blocks there are enclosed all the activities where the user intervention is required. In the other blocks all the processes are carried out automatically. Here the user has to configure Sci2C (“USER INTERFACE” block), and change the Scilab code to be translated (“Original.sci” block) in order to remove not supported features and annotate data and functions. 

The Original.sci block represents the Scilab implementation of the application that must be ported to the target device. As typically happens in the application design flow, Scilab code is written to deeply test and debug algorithms, so in the original Scilab version it is possible to find many calls to plot-like and disp-like functions. These features, that are very useful to debug the code in Scilab, make no sense in a code for embedded processors, so they must be removed or ignored by Sci2C. Moreover due to the very large number of built-in functions available in Scilab, Atmel, PoliBa and INRIA have decided to reduce the number of functions available in Sci2C, and for that reason, it could happen that a particular function used in the Scilab code is not supported by Sci2C. In this particular case Sci2C will issue an error and the user will be asked to replace the missing function with alternative code or to provide his/her own C (or Scilab) implementation of the missing function (block “Remove/Replace features not supported by the Sci2C tool”).

The need to generate an optimised C version of the Scilab code in the sense that all the job related to the Scilab interpreter is suppressed, requires a careful annotation of the functions and data used by the software developer (block “Annotate Code”). Annotations are used to provide additional information concerning the functions (output size, type and precision returned by functions) and the data (size, type and precision of variables) used by the applications. Annotations are added by the user by using special form of comment lines so that the Scilab interpreter can ignore them and the Scilab code still continue to work.
-
Code analyzers:  at the end of the annotation step the Scilab code is ready to be analysed in order to extract two main sets of information: the Abstract Syntactic Tree (AST) and the Symbol Table (ST). The information collected during the generation of the AST and during the Annotation extraction is useful to generate the optimized C code for a given Scilab code line. More specifically for each Scilab function call the following information are retrieved by the code analysers: 

•
Function Name (from AST)

•
Name of Input Arguments (from AST)

•
Size, Type and Dimensions of Input Arguments (from Annotations)

•
Number of Output Arguments (from AST)

•
Size, Type and Dimensions of the Output Arguments (from Annotations)

All the information listed above is used by the C generator to generate the optimized combination of C function calls. Not knowing this set of information, it will force the C generator to perform non-optimised choices as clarified in the following example. Let’s consider the following Scilab line of code:

C = A+B;

The “+” operation can have different behaviours in Scilab, because it can be applied to the following input parameter combinations:

o
A and B are both scalars (No need of for loop for its implementation).
o
A is scalar and B is matrix and viceversa (A for loop over one of the two data is required).
o
A and B are both matrices (A for loop over both data is required).
The corresponding C implementation cannot be optimized if we don’t know at compile time the size, type and dimensions of A and B, in fact, when this information is not known, we have to produce a single C function that must be able to manage, at run time, all the four combinations listed above. On the contrary, when the size, type and dimensions of A and B are known at compile time, we can generate four different C implementations of the “+” operation each of them optimized for the particular combination of the input arguments. This is exactly the approach we are using in Sci2C to generate optimized C code. The example here illustrated justifies the extreme importance of the annotations added in the Scilab code.

-
Sci2C lib: this block represents the set of functions already available in Sci2C; this set has been named Sci2C library. Most of the functions in Sci2C library are written in C in order to get the maximum level of optimization, even though it is also possible to have functions directly written in Scilab. It is also possible to introduce additional libraries into the Sci2C library by using the MACRO-based interface. 

-
DSP Functions: with this block the user can provide his/her own optimised implementation of the Sci2C library functions by using a dedicated software interface. It is an important feature because typically embedded processors are already equipped with their own optimised libraries. 

-
C generator: this block is in charge of collecting all the information coming from the AST and the Symbol table and to generate the best combination of C functions selected among those available in the Sci2C library.

2.3 Current Development Status

The tool is at its second year of development.

According to Figure 1 the development status can be summarized as in the following list: 

User Interface: 

Status: fully operative.

Comments: expected only minor changes.

SCI2TREE: 

Status: fully operative.

Comments: found minor bugs that will be fixed by INRIA during the third year of the project.

Annotation Reader: 

Status: fully operative.

Comments: expected only minor changes.

AST Parser (Reader):

Status: 30%.

Comments: missing functionalities to parse “if/else”, “for” and “while” constructs and to handle complex data types.

Symbol Table Management:

Status: Operative.

Comments: improvement of this block are necessary to manage special Scilab symbols as %T, %F, %nan, %inf, %pi, %i.

SCI2C Library: 
Status: 80% Operative / 60% Integrated with Sci2C.
Comments: According to the limited set of functionalities the basic functions are available in the Sci2C Lib. Missing specific DSP functions will be added current the third year.
SCI2C Library Macro-Based Interface:

Status: Fully Operative.

Comments: expected only minor changes.
C Generator:

Status: 30%.

Comments: missing functionalities to generate C code for “if/else”, “for” and “while” constructs and to handle complex data types. Improvements of the error messages produced by the C generator are also necessary. 
2.4 Contributions from external SW designers

Sci2C is an open source Software, developed in Scilab. If you want to contribute to this tool, please feel free to contact the Sci2C technical staff:
Raffaele Nutricato (Politecnico di Bari – Italy): raffaele.nutricato@gapsrl.eu
Bruno Jofret (Scilab – France): bruno.jofret@scilab.org
3 Supported Features
3.1 Introduction
In this section only the feature currently supported by Sci2C are described. Updates of this section will be carried out as soon as the new features will be added in Sci2C.
The main objective of the activity of the second year of the project was the implementation of the general structure of Sci2C. It follows that only few operators and data types are available. 

3.2 Supported Data Types and Precisions
The final implementation of Sci2C will allow to work with DSP and math operations by using real or complex numbers in double or single precision. Data types for string and file management will be also available.

Integer, Boolean and Fixed-Float data types will not be supported. For what concerns Integer and Boolean, they will be coded as real-double or real-float data types.

At the moment, Sci2C supports the following data types and precisions:

· s: real, single precision. This data type can be used for math and DSP operations.

· d: real, double precision. This data type can be used for math and DSP operations. This is the default type and precision, so when the type and precision of a number is not explicitly specified, it is assumed that it is real-double.
3.3 Supported Data Sizes

Scalar (0D), Vectors (1D) and Matrices (2D) are all supported. Arrays having dimensions greater than 2 are not supported.

3.4 Supported Constructs

At the moment Sci2C supports only Scilab code composed of one or more source files containing function calls only, without any kind of branch. As a result, “if/else”, “for” and “while” constructs are not supported yet.

However, polyrank functionality is correctly working, so that it is possible to call the same Scilab function with different dimensions of the input arguments.
3.5 Operators and Functions Supported: Sci2C Library

The basic math and matrix operators are already available. The full set of Sci2C Library functions will be available at the end of the third year of the hArtes project. Below it is reported the list of the functions and operators currently supported:
Basic Arithmetic Operators (for scalars and matrices)

· +
· -
· .*

· *
· ./

Math functions  (for scalars and matrices)

· sin

· cos

· sqrt

· abs

· mean

· sum 

· exp 

· log10

· log

Basic Matrix Operators
· ones

· zeros

· :

· [,]

· [;]

· ‘

· .^
Matrix Visualization

· disp
Note 1: the functions available in the Sci2C library can be also obtained by accessing the following directory: Scilab2C\CFiles\sci2ccode and Scilab2C\CFiles\sci2cinterfaces. 
Note 2: many other functions are already available in the Sci2C library but not available into Sci2C. This is because they have not been fully integrated into Sci2C. For each function it is in fact necessary to have the right interface towards Sci2C (files “.h” stored into directory sci2cinterfaces) otherwise Sci2C will not be able to use that function.

3.6 Reserved Keywords

All the SCILAB and C reserved keywords cannot be used as function or variable names in the Scilab code written by the user. In addition the following symbols are also reserved:
· float 

· double 

· floatcomplex 

· doublecomplex 

· int 

· SCI2Cint

4 How to annotate the code

4.1 Introduction
Both data and functions declared into the Scilab source code must be annotated in order make the translator able to extract size, precision and type of data and of input and output function arguments. In this chapter the first section is dedicated to data annotation. Then there are three sections that give an overview concerning general rules of function annotations. Finally for each function annotation tag a dedicated section provides all the details and examples to easily and correctly annotate functions. 
4.2 Data Annotations

Data annotations are used to define the size, type and precisions of variables and numbers used in the Scilab code. 

As specified in the section “Supported Data Types and Precisions” the current version of Sci2C supports only real data in single or double precision.

By default Sci2C assumes the double precision, which is Scilab scripts default one.
Actually the whole Scilab software only works with double precision. Pay attention that the computation done in Scilab and the C code generated with single precision can differ.

It is possible to force a default precision for each source file, by using a dedicated annotation that must be inserted after the function annotation section (Cf. Function Annotation: General Considerations.):
//SCI2C: DEFAULT_PRECISION= precision

This annotation specifies the default precision for all the data used in the function body. Allowed settings for precision are: FLOAT and DOUBLE, meaning that, if not otherwise specified, the precision of the data will be float single and float double, respectively.
For example, assuming that in a given function the following annotation has been added:

//SCI2C: DEFAULT_PRECISION= DOUBLE

then the following assignment:

y = 10;

will generate a C code with the y variable declared as a scalar, real, double. It is possible to force a particular data type and precision by using the following symbols and functions:

-
float: forces a variable or a number or a matrix of numbers to be real-float.

-
double: forces a variable or a number or a matrix of numbers to be real-double.

-
%i: it is the imaginary variable and is used to generate a complex number (NOT SUPPORTED YET).

-
floatcomplex: forces a variable or a number or a matrix of numbers to be complex-float (NOT SUPPORTED YET).

-
doublecomplex: forces a variable or a number or a matrix of numbers to be complex-double (NOT SUPPORTED YET).

-
“” or ‘’: it is used to declare a string (NOT SUPPORTED YET)
-
mopen: it is used to generate a file handler variable (NOT SUPPORTED YET).

The following examples show how to use the data type and precision specifiers.

Example 1 
Assuming that annotation “//SCI2C: DEFAULT_PRECISION” is not present => default precision is double.

y = -10.3; // declares y as scalar real-double.

y = zeros(10,3); // declares y as a 10-by-3 matrix of real-double zeros.

y = double(-10.3); // declares y as scalar real-double. In this case the double specifier is redundant.

Example 2
Assuming that annotation “//SCI2C: DEFAULT_PRECISION” is set to FLOAT 
y = double(zeros(10,3)); // declares y as a 10-by-3 matrix of real-double zeros. 
y = float(-10.3); // declares y as scalar real-float. In this case the float specifier is redundant.

y = (zeros(10,3)); // declares y as a 10-by-3 matrix of real-float zeros.
Example 3
Assuming that annotation “//SCI2C: DEFAULT_PRECISION” is set to FLOAT 

x = double(3);

y = double(4);

z = x+y; // According to the behaviour of  “+” operator and due to the fact that x and y are both in double precision, Sci2C will set z with double precision.

4.3 Function Annotation: General Considerations.
The annotation of every Scilab function is mandatory. Only the main function of the Scilab program you are translating doesn’t need any annotation. The main function can not return any output argument and can not accept any input argument. It is important to specify for each output argument of the Scilab function, its size and type in order to have the possibility to allocate the correct memory space at translation time. When the size of the returned output can be estimated only at run time, as happens for find-like functions that return an output whose size is related to the condition tested by the function, the user must be able to specify at least the maximum size that can be returned by the function. If it is not possible then the function should dynamically allocate memory and so can not be translated by Sci2C.

Function annotation must specify:

· the number of input arguments of the function

· the number of output arguments of the function

· the type and precision of every output argument

· the size of every output argument
· the default precision for the data declared in the function body

Scilab functions can be called with a variable number of input and output arguments.

In this case the arguments are not defined in the function prototype, but retrieved at run-time in the function body using the argn function.
This situation occurs in the Sci2C Lib, when we have the C code available for a given Scilab standard function.
In this case we have many C functions implementing all possible input/output argument combinations. Note that even if we have a variable number of input/output arguments, we know exactly the combinations that are allowed for this function.

When a function is directly developed in Scilab, by the user, in order to be translated, we can not know the number of input/output arguments combination the user wants to allow, which is possibly infinite.

If we have a Scilab function capable to work with a variable number of input and output arguments thanks to the argn function, we have to split it up into a number of Scilab functions equal to the number of input/output argument combinations and we have to annotate each of these functions.

IMPORTANT NOTE: the best way to learn how to annotate functions is to see how Sci2C functions have been annotated. File Scilab2C\ToolInitialization\INIT_FillSCI2LibCDirs.sci contains the annotation of all the Sci2C functions. Remember, it is the best reference guide every time you want to annotate your functions.

4.4 Function Annotation: User2C Functions.

For User2C functions we intend all the Scilab functions developed by the user that have to be translated into C and that don’t belong to the Sci2C Library.

As specified above, Sci2C doesn’t support argn function and for that reason Scilab functions written by the user (User2C functions) cannot work with a variable number of input and output arguments.

Each User2C function (except the main function) must start with the function annotation section having the following structure:

//SCI2C: NIN=

//SCI2C: NOUT=

//SCI2C: OUT(1).TP=

//SCI2C: OUT(1).SZ(1)=

//SCI2C: OUT(1).SZ(2)=

//SCI2C: OUT(2).TP=

//SCI2C: OUT(2).SZ(1)=

//SCI2C: OUT(2).SZ(2)=

...

//SCI2C: OUT(NOUT).TP=

//SCI2C: OUT(NOUT).SZ(1)=

//SCI2C: OUT(NOUT).SZ(2)=
//SCI2C: DEFAULT_PRECISION= DOUBLE
Although a minimum flexibility is available in the function annotation, we suggest observing anyway the following annotation rules:

· Each annotation line must start with “//SCI2C:” tag. This makes possible to hide annotations to Scilab interpreter and makes also possible to run the code without error generation. 

· The first line of the Scilab file to be translated must start with the number of input arguments annotation “//SCI2C: NIN=”

· The number of output annotations must be equal to NOUT

· No blank lines should be inserted in the annotation section.

· The “=” symbol used in the assignment cannot be separated from the annotation specifier:

· The following annotation is correct: //SCI2C: OUT(2).TP= ...

· The following annotation is wrong: //SCI2C: OUT(2).TP = ...

· To be sure that the annotation of the user code has been correctly interpreted by Sci2C please check the .ann file generated by Sci2C when the .sci file is read. Supposing that we are translating file myfun.sci, the user should access the myfun.ann file generated by Sci2C in order to check that it contains the right annotations.

4.5 Function Annotation: Sci2C Functions.

Functions available into Sci2C (Sci2C functions) are already annotated. The annotations of these functions are generated during the initialization step of Sci2C. The annotations of Sci2C functions are much more complex than the User2C functions. This is because Sci2C functions can handle a variable number of input and output arguments. As example we show how find function (the most complex function in Sci2C) is annotated, note how many NIN/NOUT annotation sections are present:

NIN=          1

NOUT=         1       

OUT(1).TP=    IN(1).TP

OUT(1).SZ(1)= '1'

OUT(1).SZ(2)= FA_SZ_RTMAX(FA_MUL(IN(1).SZ(1),IN(1).SZ(2)))

NIN=          1

NOUT=         2       

OUT(1).TP=    IN(1).TP

OUT(1).SZ(1)= '1'

OUT(1).SZ(2)= FA_SZ_RTMAX(FA_MUL(IN(1).SZ(1),IN(1).SZ(2)))

OUT(2).TP=    IN(1).TP

OUT(2).SZ(1)= '1'

OUT(2).SZ(2)= FA_SZ_RTMAX(FA_MUL(IN(1).SZ(1),IN(1).SZ(2)))

NIN=          2

NOUT=         1       

OUT(1).TP=    IN(1).TP

OUT(1).SZ(1)= '1'

OUT(1).SZ(2)= FA_SZ_RTMAX(FA_MUL(IN(1).SZ(1),IN(1).SZ(2)))

NIN=          2

NOUT=         2       

OUT(1).TP=    IN(1).TP

OUT(1).SZ(1)= '1'

OUT(1).SZ(2)= FA_SZ_RTMAX(FA_MUL(IN(1).SZ(1),IN(1).SZ(2)))

OUT(2).TP=    IN(1).TP

OUT(2).SZ(1)= '1'

OUT(2).SZ(2)= FA_SZ_RTMAX(FA_MUL(IN(1).SZ(1),IN(1).SZ(2)))

4.6 Function Annotation: NIN annotation tag
NIN specifies the number of input arguments that the function can handle. This tag is useful for Sci2C functions that can handle different number of input arguments, whereas it is not useful for User2C functions because they must work with a fixed number of input arguments. NIN annotation tag makes use of the following syntax:

//SCI2C: NIN=    number

where:

· //SCI2C:  is the annotation identifier.

· number is a number specifying the number of input arguments.
4.7 Function Annotation: NOUT annotation tag
NOUT specifies the number of output arguments the function can handle. This tag is useful for Sci2C functions that can handle different number of output arguments, whereas it is not useful for User2C functions because they must work with a fixed number of output arguments.

//SCI2C: NOUT=    number

where:

· //SCI2C:  is the annotation identifier.

· number is a number specifying the number of output arguments.

4.8 Function Annotation: TP annotation tag
This tag specifies the type (and precision) of the returned output arguments. The annotation section must contain a number of TP annotation tags equal to the number of output arguments. TP annotation tag makes use of the following syntax:

//SCI2C: OUT(k).TP=    type expression

where:

· //SCI2C:  is the annotation identifier.

· k is a sequential number (from 1 to NOUT) indicating that we are annotating the type and precision of the k-th output argument.

· type expression is an expression that specifies the type and precision of the k-th output argument. Type expression can be a composition of the type annotation functions listed below. In the following list, for each type annotation function it is specified its number of input and output arguments, and the result returned:

· FA_TP_S: NInArgs = 0, NOutArgs=1; when this function is invoked it means that the output argument is of “s” type (real, float single precision).

· FA_TP_D: NInArgs = 0, NOutArgs=1; when this function is invoked it means that the output argument is of “d” type (real, float double precision)..

· FA_TP_C: NInArgs = 0, NOutArgs=1; when this function is invoked it means that the output argument is of “c” type (complex, float single precision).
· FA_TP_Z: NInArgs = 0, NOutArgs=1; when this function is invoked it means that the output argument is of “z” type (complex, float double precision).
· FA_TP_I: NInArgs = 0, NOutArgs=1; when this function is invoked it means that the output argument is of “i” type (real, integer precision). In the first release the integer precision is not supported.

· FA_TP_USER: NInArgs = 0 NOutArgs=1; when this function is invoked it means that the output argument must be specified by the user in the Scilab code. More specifically, the type and precision can be specified in the Scilab code by using the following data annotation functions: float, double, floatcomplex, doublecomplex (see section dedicated to data annotation for more details). 
· IN(m).TP: NInArgs = 0 NOutArgs=1; when this function is invoked it will return the type and precision of the m-th input argument.

· FA_TP_MAX: NInArgs = 2 NOutArgs=1; returns the maximum between the two input types. The following rules are applied in the max computation:

· complex > real

· double > float

· with the two rules listed above we have:

· FA_TP_MAX (‘s’,’d’) = ‘d’;

· FA_TP_MAX (‘s’,’c’) = ‘c’;

· FA_TP_MAX (‘s’,’z’) = ‘z’;

· FA_TP_MAX (‘d’,’c’) = ‘z’;

· FA_TP_MAX (‘d’,’z’) = ‘z’;

· FA_TP_MAX (‘c’,’z’) = ‘z’;

The following examples should clarify how to use the FA_TP annotation functions:

Example 1: function “zeros”. 

It returns a matrix of zeros. The precision of the data generated by the zeros function must be specified by the user in the Scilab code by means of the float or double functions (ex. float(zeros(10,3)) or double(zeros(3,4))). In case the user doesn’t specify any precision for the zeros function, the default precision will be used (Annotation “//SCI2C: DEFAULT_PRECISION=”)
As a result the type annotation for the zeros function is:

OUT(1).TP=    FA_TP_USER
Example 2: Operator “.*”. 

This operator performs the element-wise multiplication of two matrices. The type of the result is equal to the type of the input arguments. When the input arguments have different types, in order to preserve the precision of  both arguments, the output type will be equal to the max between the two types.

As a result the type annotation of the operator “.*” is:

OUT(1).TP=    FA_TP_MAX(IN(1).TP,IN(2).TP)
4.9 Function Annotation: SZ annotation tag
This tag specifies the size of the returned output arguments. The annotation section must contain a number of SZ annotation tags equal to twice the number of output arguments, this is because for each output argument two SZ annotations are required, the first one specifying the number of rows and the second one specifying the number of columns of the output argument. SZ annotation tag makes use of the following syntax:

//SCI2C: OUT(k).SZ(1)= size expression

//SCI2C: OUT(k).SZ(2)= size expression

where:

· //SCI2C:  is the annotation identifier.

· k is a sequential number (from 1 to NOUT) indicating that we are annotating the size of the k-th output argument.

· .SZ: is assumed to be a 2-element string array indicating the number of rows (.SZ(1)) and columns (.SZ(2)) of the k-th output argument. Number of rows and columns can be specified by using numbers or symbols. The following examples should clarify the concept:

Example1:

.SZ = ['a','b']; 

In this example the size comes from the value of the two symbols a and b.

Example 2:

.SZ = ['1','1']

In this example the size comes from immediate values specified as strings. More specifically the element is a scalar.

Example 3:

.SZ = ['3','s4']

In this example the number of rows is 3 and the number of columns is given by the value of symbol s4.

· size expression is an expression that specifies the size of the k-th output argument. Size expression can be a composition of the size annotation functions listed below. For each size annotation function it is specified its number of input and output arguments, and the result returned:

· FA_SZ_1: NInArgs = 1, NOutArgs=1; this function extracts the first element of a two-element string array. It is useful to extract the number of rows from the size of an input argument as shows the following example:

//SCI2C: OUT(k).SZ(2)= FA_SZ_1(IN(m).SZ)

In this annotation we are indicating that the number of columns (.SZ(2)) of the k-th output argument is equal to the number of rows of the m-th input argument. An equivalent annotation is the following one:

//SCI2C: OUT(k).SZ(2)= IN(m).SZ(1)

· FA_SZ_2: NInArgs = 1, NOutArgs=1; this function extracts the second element of a two-element string array. It is useful to extract the number of columns from the size of an input argument as shows the following example:

//SCI2C: OUT(k).SZ(1)= FA_SZ_2(IN(m).SZ)

In this annotation we are indicating that the number of rows (.SZ(1)) of the k-th output argument is equal to the number of columns of the m-th input argument. An equivalent annotation is the following one:

//SCI2C: OUT(k).SZ(1)= IN(m).SZ(2)

· FA_SZ_OPDOTSTAR: NInArgs = 2, NOutArgs=1; this function accepts two input .SZ string arrays and returns a .SZ string array which specifies the size of the output argument returned by the .* operator. This is a useful function to annotate functions that work with two input arguments and return a single output argument whose size is a function of the sizes of the input arguments according to the rules used for the .* operator. For example for “./”, “.*” “.^” operators the following size annotations can be adopted:

//SCI2C: OUT(1).SZ(1)= FA_SZ_1(FA_SZ_OPDOTSTAR(IN(1).SZ,IN(2).SZ))

//SCI2C: OUT(1).SZ(2)= FA_SZ_2(FA_SZ_OPDOTSTAR(IN(1).SZ,IN(2).SZ))
· FA_SZ_OPHAT: NInArgs = 2, NOutArgs=1; this function is an alias for FA_SZ_OPDOTSTAR. This is because “^” and “.*” operators have the same behaviour for what concerns the size of the output argument.

· FA_SZ_OPMINUS: NInArgs = 2, NOutArgs=1; this function is an alias for FA_SZ_OPDOTSTAR. This is because “-” and “.*” operators have the same behaviour for what concerns the size of the output argument.

· FA_SZ_OPPLUSA: NInArgs = 2, NOutArgs=1; this function is an alias for FA_SZ_OPDOTSTAR. This is because “+” and “.*” operators have the same behaviour for what concerns the size of the output argument.

· FA_SZ_OPSTAR: NInArgs = 2, NOutArgs=1;  this function accepts two input .SZ string arrays and returns a .SZ string array which specifies the size of the output argument returned by the * operator. This is a useful function to annotate functions that work with two input arguments and return a single output argument whose size is a function of the sizes of the input arguments according to the rules used for the * operator. See the following example:

//SCI2C: OUT(1).SZ(1)= FA_SZ_1(FA_SZ_OPSTAR(IN(1).SZ,IN(2).SZ))

//SCI2C: OUT(1).SZ(2)= FA_SZ_2(FA_SZ_OPSTAR(IN(1).SZ,IN(2).SZ))
· FA_ADD:  NInArgs = 2, NOutArgs=1;  this function accepts two input strings returns a string which contains the sum of the two input strings according to the following rules:

FA_ADD('3','43') = '46'

FA_ADD('symbol1','43') = 'symbol1+43'

FA_ADD('symbol1','symbol2') = 'symbol1+symbol2'

As shown in the examples above FA_ADD performs a sum of the two input strings when both strings contain numbers, otherwise the output string will be a composition of the two input strings with the “+” symbol. This function is used to annotate functions that generate outputs whose size is given by adding the sizes of the input arguments.

Let's consider, as example, the OpRc operator which implements the row concatenation (“[,]”). Row concatenation is shown in the following example:

A = [1 2 3; 3 4 5];

B = [4 5; 1 1];

C = [A,B]

According to the code above C is equal to [1 2 3 4 5; 3 4 5 1 1]  

In terms of size, the number of rows of C is equal to the number of rows of A (or B) and the number of columns of C is equal to the number of columns of A plus the number of columns of B. It follows that the right annotation for the OpRc operator is:

//SCI2C: NIN=          2

//SCI2C: NOUT=         1

//SCI2C: OUT(1).TP=  FA_TP_MAX(IN(1).TP,IN(2).TP)

//SCI2C: OUT(1).SZ(1)= IN(1).SZ(1)

//SCI2C: OUT(1).SZ(2)= FA_ADD(IN(1).SZ(2),IN(2).SZ(2))

· FA_SUB:  NInArgs = 2, NOutArgs=1;  this function has the same behaviour of FA_ADD, but it performs a subtraction between the two input arguments.

· FA_MUL:  NInArgs = 2, NOutArgs=1;  this function has the same behaviour of FA_ADD, but it performs a multiplication between the two input arguments.

· FA_DIV:  NInArgs = 2, NOutArgs=1;  this function has the same behaviour of  FA_ADD, but it performs a division between the two input arguments.

· FA_MAX:   NInArgs = 2, NOutArgs=1;  this function has the same behaviour of FA_ADD, but computes the maximum between the two arguments. When the two input arguments don't specify a number, the output argument will be equal to the first input argument.

See the following examples:

FA_MAX('3','55') = '55'

FA_MAX('3','a') = '3'

FA_MAX('cccc','a') = 'cccc'

FA_MAX('cccc','88888888888888') = 'cccc'

· FA_INT:    NInArgs = 1, NOutArgs=1;  this function truncates to int the input argument only if the input argument is a string specifying a number. See the following examples:

FA_INT('3.444') = '3'

FA_INT('-3.444') = '-3'

FA_INT('ciao') = 'ciao'
5 How to use customized Sci2C libraries

5.1 Introduction

The Scilab2C Translator is provided with a Scilab2C Library you can link the code with.
This library (described here: Sci2C Library) can also be replaced by a user library through the provided set of interfaces.
5.2 Functions call naming rule
Each time Scilab2C found a function call to translate, it automatically generates an explicit function name containing information about input and output types and dimensions.

Generally speaking the naming rule applied to this function can be described as this:
<inputs_type_&_dimensions><funtction_name><outputs_type_&_dimensions>
Example: Cosine of a given scalar (Input and output have the same dimensions and types).

	Precision
	Real / Complex
	Generated function name

	Single
	Real
	s0coss0

	Double
	Real
	d0cosd0

	Single
	Complex
	c0cosc0

	Double
	Complex
	z0cosz0



Example : Length of a Matrix/Array (Input and output have different dimensions).

	Precision
	Real / Complex
	Generated function name

	Single
	Real
	s2lengths0

	Double
	Real
	d2lengthd0

	Single
	Complex
	c2lengthc0

	Double
	Complex
	z2lengthz0


The type and dimension description is generated following those rules:

· Type rule:

· ‘s’ : Real number, Single precision.

· ‘d’ : Real number, Double precision.

· ‘c’ : Complex number, Single precision.

· ‘z’ : Complex number, Double precision.

· Size rule:
· ‘0’: Scalar (0D)
· ‘1’: Vectors (1D)
· ‘2’: Matrices (2D)
5.3 Interface description
For each Scilab internal library function already translated, we provide an interface to link the automatically generated name to a C implementation. By default, the C implementation chosen is the Scilab2C Library one.
You can change this mapping by editing the interface file.
Example: Cosine interface

#ifndef __INT_COS_H__

#define __INT_COS_H__

#define s0coss0(in)
scoss(in)

#define d0cosd0(in)
dcoss(in)

#define c0cosc0(in)
ccoss(in)

#define z0cosz0(in)
zcoss(in)

#define s2coss2(in,size,out)
scosa(in, size[0]*size[1], out)

#define d2cosd2(in,size,out)
dcosa(in, size[0]*size[1], out)

#define c2cosc2(in,size,out)
ccosa(in, size[0]*size[1], out)

#define z2cosz2(in,size,out)
zcosa(in, size[0]*size[1], out)

#endif /* !__INT_COS_H__ */
6 How to install, configure and run Sci2C

6.1 Installation of Scilab
Sci2C is a Scilab toolbox. In order to be able to use it, you have to install one of the following Scilab versions (available at www.scilab.org):

· scilab-4.0

· scilab-4.1.2
· scilab-5.0.2 (Recommended)
The proper functionality of Sci2C with other versions of Scilab is not guaranteed.

6.2 Installation of Sci2C

Sci2C is available from the SVN of hArtes web site: www.hartes.org.

After Scilab has been successfully installed, you have to store the Scilab2C directory somewhere into you PC. It is not important where you will store the Scilab2C directory, you have only to ensure that Scilab will be able to access that directory.

Assuming that the Scilab2C directory has been stored in C:\mysoftware, you can type the following Scilab command to check that Scilab is able to run Sci2C:
ls('C:\mysoftware\Scilab2C\ LaunchRunSCI2C.sci')

if you get:

 ans  =

 C:\mysoftware\Scilab2C\ LaunchRunSCI2C.sci
it means that the Sci2C installation has been successfully performed. If you get

 ans  =

     []   

it means that you have stored Scilab2C directory into a path unreachable by Scilab, so you have to move it somewhere else.

6.3 Configuration of Sci2C

There are many ways to configure Sci2C, most of them have been introduced to provide more flexibility to the tool. In this preliminary version of the tool only a minimal configuration is described. Let’s analyze it.
First of all you must be sure that the directory structure of Sci2C you have installed on your PC is equivalent to the following one:
· SCI2CTests (Directory)
· test999_WorkingDir (Directory)
· scilabcode (Directory)
· mainfunction.sci (File)
· SCI2CInputParameters.sce (File)
· Scilab2C (Directory)
· Here there are all the source files implementing Sci2C tool.

Please install again Sci2C if you don’t have this directory structure.

Directory scilabcode is the directory where you have to put the Scilab code to be translated.  

In this directory at least the mainfunction.sci file must be present. It represents the main function of the Scilab code to be translated.

Thanks to this particular directory structure, the only step needed for Sci2C configuration is the editing of file SCI2CTests/test999_WorkingDir/SCI2CInputParameters.sce 

There are many parameters that can be set to change directory paths and Sci2C functionality. You can change it according to details provided in SCI2CInputParameters.sce. Again, for this preliminary version we suggest to change only parameter: CCompilerPathStyle
It is basically used to specify the platform that will be used to compile the C code. Three possible choices are available: windows, unix, cygwin. Select the choice that fits with your platform and set CCompilerPathStyle according to it.

6.4 How to Run Sci2C

The procedure reported here refers to the minimal configuration described in the previous section. 

Step 1: first of all you have to start with a working Scilab code with the following limitations:

· One function per file. The name of the file must be equal to the name of the function inside it.

· Main function must be placed in file mainfunction.sci.
· Main function has zero input and output arguments. It is the only function that doesn’t need function annotations.
· All Scilab source files must be placed in scilabcode directory. It is not possible (with the minimal configuration) to have the code structured in directories.

· All functions must be annotated.

· All data in functions must be annotated.

Step 2: test your Scilab code under Sci2C to be sure that it works correctly. To do that, launch the following command:

· cd <path of "Scilab2C" directory>; exec LaunchRunSCI2C.sci

Step 3: start Scilab to C translation

· Type ‘n’ if you want to stop Sci2C or ‘y’ if you want to continue with the translation of the Scilab code in C code.

Step 4: Compile and Execute C code by using the makefile created in SCI2CTests\test999_WorkingDir\C_Code

Step 5: Compare the results with the Scilab execution by launching again Sci2C:

· cd <path of "Scilab2C" directory>; exec LaunchRunSCI2C.sci

· Type ‘n’ to quit.
7 Sci2C Library

7.1 Introduction

We provide with the Scilab2C code generator a library that aims to emulate Scilab behaviour. This is not an optimized library for embedded systems, but only a C snapshot of Scilab internal library. Knowing that Scilab only works in double precision and is linked to BLAS/LAPACK Library we tried to provide different implementations of algorithm to feet, as much as possible, user constraints.
Remember the given Sci2C Library can be replaced by a user Library (for instance the one provided by a dedicated chip) thanks to the interfacing system. The Scilab2C Library just guarantees you will have the same result compiling and executing the C code (translated in double precision) and running the translated script within Scilab.

7.2 Internal complex representation

Scilab has its own internal representation, based on double precision, for managing complex data type, and generally speaking to manage all data types.

In order to avoid embedding the entire Scilab types management in the Scilab2C Library, we choose to represent complex data type with C99 implementation and/or with a simple structure representation.
/*

** \function DoubleComplex

** \brief construct a Double Complex .

*/

doubleComplex DoubleComplex(double real, double imag) {


doubleComplex z;



#ifndef STDC99



z.real = real;




z.imag = imag;



#else




z = real + I * imag;



#endif


return z;

}

The user can switch between these two implementations specifying STDC99 flag when compiling Scilab2C Library.

Algorithms provided by the Scilab2C Library both work with or without STDC99 flag.
7.3 Single and Double precision management
As said before, Scilab only works with double precision.

This means we had to adapt the Silab2C Library with translated algorithm from double to single precision.
Moreover, if you choose to generate single precision C code, you may have some differences between the results obtained with C compilation/execution and the Scilab script.

There is, for now, no implementation of single precision representation inside Scilab.

7.4 Link to BLAS / LAPACK

Most of Scilab algorithms are based on BLAS / LAPACK implementation.

The Scilab2C Library is then provided with the same link to those Fortran Libraries. But we tried, as much as possible, to provide the user an alternative algorithm that will allow him to get rid of those dependencies.

Remember this link is only to guarantee the generated –double precision– code will have the same results as Scilab script.
Two alternative solutions exist:
· Use the Scilab2C Library alternative algorithm that can be enabled at compilation time using WITHOUT_BLAS tag.
{

#ifndef WITHOUT_BLAS
/*

** USES BLAS DGEMM FUNCTION.

*/

double One

= 1;

double Zero

= 0;

/* Cr <-  1*Ar*Br + 0*Cr */
dgemm_("N","N", &columns2, &columns2, &columns1, &One,

in1 , &lines1, in2, &lines2, &Zero, out, &columns2);

#else

/*

** DO NOT USE ANY BLAS FUNCTION.

*/

int i = 0;
/* ... */
}
· Use your own algorithm implementation through the given interfaces.
7.5 Rules: Naming and Type consistency
7.5.1 Type consistency

We consider the Scilab2C Library functions as non-transtyping one. This means for a given input type, there is only a single possible output type (which may be different for the input one).
Let’s explain it through two examples.

· The sqrt –square root– function (we only look at the double precision case):
Let’s consider we have a real input. In that particular case we can have two possible outputs:
· Real Double: if the input is greater than zero.

· Complex Double: if the input is lesser than zero.

· The abs –absolute value– function (we only look at the double precision case):
This function returns a real number for a given complex number.
This function also returns a real number for a given real number.
To conclude, we assume all the functions are non-transtyping functions. To roll back to this rule in every case, we treat real numbers as complex numbers with null imaginary part.
In that case the sqrt function become respect the rule we just describe:

If we have a real input, we consider it as a complex one. The sqrt function called is then the one with a complex value input and a complex value as output.

7.5.2 Naming Rules

Known the type consistency rule, we established a naming rule for the Scilab2C functions:

<input_type><function_name><array_or_scalar>
input_type can be :

· ‘s’ : Real number, Single precision.

· ‘d’ : Real number, Double precision.

· ‘c’ : Complex number, Single precision.

· ‘z’ : Complex number, Double precision.

array_or_scalar can be:

· ‘s’ : scalar.

· ‘a’ : array.

The ‘array’ functions only do the same treatment ‘scalar’ functions do, on each element of the array. They are called “element-wise” functions.

For what concerns functions that have a special behaviour when executed over matrixes, we specified other functions to manage those behaviour.

Example:

· cos –cosine– function:
‘dcosa’: The element-wise cosine on double precision real numbers
‘dcosma’: The matrix cosine on double precision real numbers (which in this case behaves like ‘dcosa’)

· mul –multiplication– function:
‘dmula’: The element-wise multiplication (C = A .* B ( cij = aij*bij)
‘dmulma’: The matrix multiplication (C = A * B ( cij = ∑ (aik * bkj)
8 Tutorials
8.1 Introduction
In this section you can find the description of several demos available along with the installation package of Sci2C. At the moment only very simple tutorials will be added here. When Sci2C will have the full functionality then complex tutorials will be added.
8.2 Simple Tutorials

In this section you find a list and a description of very simple demos that you should be able to run without any problem. This is only a partial list of Demos already available in directory Scilab2C\SCI2CTests
· test000_TrigonIdentity: simple code composed of only one function, that shows how to declare matrices and how to call Sci2C library functions. This code is an application of the trigonometric identity cos^2(x)+sin^2(x)=1
· test001_LinearRegression: simple code composed of only one function, that shows how to declare matrices and how to call Sci2C library functions. It is an interesting application because it solves a real problem. More specifically it is an application of the linear regression technique used to fit the volume and pressure measurements of a real gas.
· test002_LinComb: it is the first demo with more than one source files. It performs linear combinations between two variables that can be both arrays and scalars. This demo shows the polyrank behaviour of Scilab and how it is managed by Sci2C. You will discover how a simple Scilab function is converted into several C functions.
· test003_MacAndMix: it is a demo that shows how to generate library functions. In this demo two library functions have been created: one to mix two real channels and the other to perform a multiply and accumulate operation.
· test005_MacAndMixWithTempArray: It is the same demo available in test003_MacAndMix, but with a different approach in calling the functions. In particular in order to remove realloc usage in the C code, temporary variables have been created in the main function. This approach can produce a better code for Atmel mAgic DSP processor. This is why the two C functions got from this demo have been used as test for the compilation with the mAgic C compiler.
In order to run these Demos you have to copy the .sci files stored in scilabcode directory into test999_WorkingDir\scilabcode. Then you have to run Sci2C according to instructions reported in «How to Run Sci2C»
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	Scilab to C translator

	Sci2C Lib
	A library that can be linked to the C generated code and that emulate Scilab behaviour.
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